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Abstract

The development of very large ontologies may involve several domain experts, ontology engineers and final users, all with very different objectives. New scenarios like biomedicine, genomics and biology require methodologies that consider new dimensions in the development process, namely: dynamism, distribution and control. Existing works lack some important aspects with respect to these dimensions. In this paper we propose a view-based methodology for the collaborative, distributed and modular development of large ontologies, which achieves the identified requirements for the proper evolution and use of very large ontologies.

1. Introduction

Ontologies have gained importance in information processing, and consequently, nowadays an ever-increasing collection of ontologies describing real-world domains is available in the Web. We focus on the biomedical domain, where several large ontologies have been developed. For example: the NCI1 ontology, the GENE2 ontology, the FMA3 ontology, and the set of Open Biomedical Ontologies (OBO)4.

The ontologies above comprise thousands of concepts and relations, and they evolve in a dynamic way. Therefore, we consider necessary the design of a framework that allows a controlled evolution of these large ontologies, but without losing dynamism in their development and, of course, providing a high level of collaboration. In this work we propose a View-based Methodology for Collaborative Ontology Engineering, named VIMethCOE, that fulfils these requirements.

The remainder sections are organized as follows. Next section establishes the main characteristics of our methodology, and compares it to related work. The development phases are described in Section 3. Section 4 defines different knowledge spaces for our methodology. The Section 5 presents the view definition language used in the methodology. The view mechanism is analysed in Section 6. The application scenario proposed for testing VIMethCOE is presented in Section 7. Finally, some conclusions and future work are in Section 8.

2. Proposed Methodology

The work in [15] establishes the need for new methodologies that consider new dimensions in the development process, namely: dynamism (highly dynamic or static), team structure (centralized or distributed), and level of control (full or not controlled).

In the next paragraphs we present the main methodological aspects we consider relevant for the collaborative construction of ontologies, and how the proposed methodology faces a highly dynamic, distributed and partially controlled scenario.

2.1. Methodology Requirements

In the literature a good number of methodologies to carry out the collaborative construction of knowledge bases have been proposed. However neither of them enables, on the whole, the following aspects that we consider essential to achieve a good balance between the above dimensions.

Modularization (MO). Ontologies can involve a large amount of knowledge with several thousands of concepts. The definition of modules would facilitate the maintenance and validation of the ontology, the collaboration, the local reasoning, the visualization in ontology editors, and the reuse of knowledge.
Local Adaptation (LA). Each participant will be able to deal with knowledge in a local and private working space, making changes over it apart from the community’s agreed knowledge.

Knowledge Abstraction (KA). The development of ontologies may involve a large group of experts from several areas. These experts may only have a partial knowledge of the domain, so they will be able to contribute in the development of only a portion of the ontology.

Personal Views (PV). Our methodology defines a view mechanism to hide and abstract the knowledge base for a specific group or application. Thus, views can be defined over one or more ontology modules, selecting the knowledge of interest. This mechanism provides participants with some freedom in the definition of their personal knowledge; at the same time it allows the system to control changes and divergences over the global knowledge.

Argumentation and Consensus (AC). Changes over the local knowledge will be published when participants consider them appropriate, and next, these changes should be evaluated by the community. To achieve a consensus, different developers must follow a formal or a semi-formal argumentation model like Ibis [9], or an extension of it. By means of this model, developers can argue the proposed changes and, optionally, they can propose alternatives.

2.2. Related Work

Among the different studied methodologies we can distinguish two groups. The first is composed by the following works: Cyc [1], Kactus [2], Uschold-King’s method [3], METHONTOLOGY [4], On-To-Knowledge (OTK) [5], y UPON [6]. The works Co4 [7], DILIGENT [8], HCOME [10], Divergence Occurrences Methodology [12], (KA)$^2$ [13], and the OntoEdit system [14] would form the second group.

The first group represents a set of classic methodologies that propose a centralized approach to the ontology development. Although these methodologies describe several phases for the development of an ontology, they neglect collaboration issues. Works in the second group do not propose a complete methodology, but solutions to carry out an agreed definition of the knowledge.

Other ontology development systems, like Ontolingua Server [16], WebOnto [17], WebODE [18], Wiki@nt [19] and (KA)$^2$ rely completely on the WWW. Although they are not methodologies strictly speaking, they provide good frameworks for collaboration.

Table 1 summarizes the fulfilment of the proposed characteristics by the main systems and methodologies of the literature.

<table>
<thead>
<tr>
<th>Characteristics of Related Work</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
</tr>
<tr>
<td>CO4</td>
</tr>
<tr>
<td>DILIGENT</td>
</tr>
<tr>
<td>HCOME</td>
</tr>
<tr>
<td>Div. Occurr.</td>
</tr>
<tr>
<td>OntoEdit</td>
</tr>
<tr>
<td>Ontolingua</td>
</tr>
<tr>
<td>(KA)$^2$</td>
</tr>
<tr>
<td>WebOnto</td>
</tr>
<tr>
<td>WebODE</td>
</tr>
<tr>
<td>Wiki@nt</td>
</tr>
<tr>
<td>VIMethCOE</td>
</tr>
</tbody>
</table>

3. Development Phases

VIMethCOE is complementary to the existing centralized methodologies, and it is mainly focused on the collaborative development and the application tasks. Next, we describe the proposed phases in the ontology development process, pointing out that the last four are overlapped phases.

Requirements Phase. In this phase a reduced group of developers establish the initial requirements. They will define a top level knowledge of the domain either from scratch or by reusing existing ontologies. The initial modules will be defined from this top level knowledge by applying clustering algorithms like [20] or [21]. The creation of modules will allow us the definition of user groups that will work over the same knowledge fields.

Development Phase. In this phase the entire group of participants will take part in the development, namely: knowledge engineers, ontology engineers, domain experts and final users. They will work in a local and private environment, over a portion of the knowledge modules, in which they are experts, by defining development views over one or more modules, and over others views. In this paper we propose a view-based mechanism for this phase, which is described in Section 6.

Publication and Argumentation Phase. Local adaptations of the knowledge can be published, by means of views, in order to extend the community’s knowledge. This published knowledge must be argued by others developers, and whenever a consensus is reached, the global ontology must be updated.

Evaluation and Maintenance Phase. In this phase, the initial modules may be redefined (division or union) if the growth of the ontology requires it.
Application Phase. In this phase we can define personal views over modules or other views, and extend them in a local and private environment. These views are oriented towards specific applications, and they can present divergences with other views and with the global agreed knowledge. Thus, these views represent a complementary knowledge with respect to the development views.

4. Knowledge Spaces

In VIMethCOE we distinguish several overlapped knowledge spaces (see Figure1), namely:

Private Space. This is the working space of developers. It is composed by the set of views in development and not published, and by any other knowledge that developers do not want to publish.

Public Space. It represents the shared knowledge, which can be used by the community.

Agreed Space. Inside the public space we can differentiate the knowledge that is in consensus. This space is composed by the ontology modules, as well as by the agreed views over them.

Development Views. This space is composed by the set of personal views that aims of extending the ontology.

Application Views. This space is composed by the set of personal views for a specific application. As earlier explained, this kind of views may have divergences with respect to public knowledge. In Figure 1 we can see that application views can also be used as development views.

Old Versions. Inside the public space old versions of the ontology are maintained in order to analyse the evolution of knowledge.

Figure 1. Knowledge Spaces in VIMethCOE.

5. The View Definition Language

One of the main characteristics of the proposed methodology is the ability to operate through views. We have designed and implemented a traversal-based view definition language, named OntoPathView [22]. In this language, views over an ontology consist of the union of a set of queries and a set of inference rules that guarantee the consistency and completeness of the view, preserving their semantics. Query definitions are paths over the ontology graph that can contain operators over concepts, properties and instances. On the other hand, inference rules will involve the reconstruction of the hierarchies of classes and properties, and the extraction of properties, concepts and instances that are not explicitly indicated in the view but are necessary to complete its definition.

OntoPathView is based on the methodology proposed in [23] for the definition of external schemata over object-oriented databases, by means of closure reduction. According to our point of view, the definition of views over ontology modules is similar to the definition of external schemata over several data sources. The work in [23] establishes a group of characteristics that an external schema, and a view in our case, must fulfill, namely:

Closed. An external schema is closed when it does not contain external references. That is, if a class A that belongs to the schema references a class B that does not belong to the schema, then class B, by closure, must be included into the schema. The problem appears when B also has references to other classes. The closure with reduction intends to mitigate this problem, so that the class B will be included into the schema, as a derived class, without external references, only with atomic attributes. Let emphasize that closure is also applied to instances.

Consistent. The relation between classes must be consistent. The external schema must not include axioms that can cause inconsistencies.

Completeness. All the relations between two classes A and B, which belong to the schema, must also be included. These relations can be: direct or indirect inheritance (reconstruction of class hierarchy), aggregation (reconstruction of transitive-relations hierarchy), or association.

This kind of views is mainly oriented to frame-based ontologies, and a deeper study is necessary to define a similar mechanism for other metamodels, such as description logics.

6. The View Mechanism

View mechanisms allow a collaborative evolution of the ontology with dynamism and distribution, that is, several developers extending the ontology in their local environments; but at the same time they enable the control of changes over the global knowledge. Next we comment the main characteristics of the proposed view mechanism for VIMethCOE.
6.1. View Hierarchy

Users can define views over the modules or over other views (agreed or not). These views are grouped inside a hierarchy depending on their definition and the changes made. Figure 2 shows an example of the view definition hierarchy, where agreed knowledge parts are shaded in the figure.

![Figure 2. View Hierarchy](image)

In Figure 2 we can appreciate three kinds of views depending on the nature of the transformations in the view definition:

- **Is-a views**: these kind of views partially inherit the source knowledge, without doing any transformation on it. For example: selecting an entire hierarchy and including all external references, the union of disjoint views, filtering instances, etc.

- **Derived views** carry out some simple and reversible transformations. These views are similar to those defined in [24] for defining external ontologies. For example: hiding classes and reconstructing the hierarchy, hiding properties with the closure reduction, renaming, intersecting views, etc.

- **Conflict views**: these views imply transformations that, although reversible, may produce inconsistencies with respect to the community knowledge. For example, a user can define a view for analysis purposes where concepts and their instances are transformed into dimensions and measures.

6.2. Changes in Development Views

The evolution of modules is carried out by means of the definition of views, which are extended in a local and private way by users. These extensions may cause a loss of information and, therefore a conflict with the public knowledge. When users publish their extended views, their situations in the view hierarchy (Figure 2) are inferred depending on the source knowledge and the nature of changes over them. If an extended view only increases the knowledge or causes simple and reversible changes, the view is published like an *is-a view* or like a *derived view*. In other case, if the view causes some kind of loss of information or inconsistencies with respect the public knowledge, then this view is published like a *conflict view*.

The approach followed in VIMethCOE for the detection of change effects, is based on the work in [26], which proposes a set of operations over an ontology and analyses their implications over the conceptual schema, the instances and the consistency of the ontology.

6.3. Application Views in the Methodology

Application views come up due to the need to adapt the knowledge for a specific purpose, independently of the community’s knowledge. These views may also work like development views, but in general they will have an objective and are evolution independent of the global ontology. That is, modifications in modules will not involve application views, and vice versa.

This kind of views will coexist with other development or application views and they probably have divergences with the public knowledge.

6.4. Argumentation Process

In order to achieve a consensus in the shared knowledge, a very important aspect of the methodology is the argumentation process. When development views are published, other users involved in the development of the modified or extended knowledge can argue about them and propose alternatives. After the argumentation of a view there are two alternatives: achieve a consensus or not. In the first case, the new knowledge of the published view, or an alternative view, will be considered as an agreed view. Moreover the knowledge of the modules and the knowledge of other implied views will be updated. In the second case a conflict arises. The divergent alternatives can coexist and be extended independently, following the method proposed in [12], waiting for a future argumentation. Thus, the view hierarchy is essential to maintain this situation.

Let us emphasize that application views can also be published and argued by other users, but this will not affect to the ontology modules.

6.5. Modules and Semantic Groups

The ontology modules define an initial partition over the ontology in order to define a first set of user groups. These modules are static, but during the evolution process of the ontology may be necessary to make changes on them by means of divisions or unions.
Regarding the development views, the maintenance of a view hierarchy allows us to partially control the overlapped knowledge between the different views and their relations. However, the proposed definition mechanism is very flexible and it allows for the view definition over modules and/or other views. Thus, there may be several views with overlapped knowledge, but without a relation between them (is-a, derived-from or conflict-with). In order to control the set of overlapped views, we present the concept of semantic group, already introduced in [22]. The semantic group mechanism defines an incremental clustering algorithm, based on [11], and it allows us to group a set of views that share some knowledge. With these groups, communication, argumentation and actualization tasks will only imply the views belonging to a group. Let us emphasize that these groups are very dynamic, unlike ontology modules, and they may change, in an incremental way, when new views are defined and published.

7. Application Scenario

The biomedicine domain is an excellent scenario for applying this methodology, since in this domain there exist several large and very dynamic ontologies.

The specific application scenario proposed for testing the methodology is the Health-e-Child project, which proposes the development of an integrated healthcare platform for European Pediatrics: decision support systems, knowledge discovery, etc.

In order to achieve a comprehensive view of a child’s health the vertical integration of biomedical data, information, and knowledge is necessary. The identified biomedical information sources cover six groups, named vertical levels: molecular, cellular, tissue, organ, individual and population. Ontologies will define the formal conceptualisation of this domain knowledge, and will form the basis for the medical knowledge management system. In Figure 3 we present some vertical levels, as modules, and some possible views over them.

We consider that our view mechanism can be helpful for the objectives of the Health-e-Child project, specifically for the evolution, integration and application tasks over the set of ontologies of the knowledge management system.

Evolution. The definition of development views will allow users to select some specific portion of knowledge. They will be able to merge, when necessary, different levels of knowledge, for example: Molecular with Population (see Figure 3).

Integration. The ontology modules, or vertical levels, may not have a direct relation between them. That is, there is not a concept-to-concept mapping due to differences in the abstraction of the knowledge. In order to integrate the different ontology levels it will be necessary to make several transformations, by means of views over the knowledge, similarly to [25].

Application. The access in Health-e-Child to the information sources of the hospitals will be carried out by means of the ontologies. For some specific applications it will be useful to select the required portion of knowledge since the global ontology may involve thousands of concepts. Moreover, the views will allow us to integrate the different levels of knowledge.

8. Conclusions and Future Work

In this work we have proposed an innovative methodology for the definition of both development views and application views. At present, some tests have been realized with a simple prototype where views, in OntoPathView language [22], are defined over small ontologies by means of a plugin that connects the database G with the ontology editor Protégé.

In the short term we expect to create a more complex prototype that allows us to integrate several ontologies and to define views over them. In a longer term, we expect, in order to fulfill our objectives in the Health-e-Child project, to design and implement a system for the development, integration and application of ontologies, that collects all the requirements of the proposed methodology.
Let us emphasize that VIMethCOE is independent of the underlying platform (grid, peer-to-peer, etc.), the ontology editor, and the ontology representation. Nevertheless, OntoPathView is based on the frame-based version of Protégé.
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